**Reinforcement Learning: An Introduction Exercises**

Chapter 1

Exercise 1.1: Self-Play: Suppose, instead of playing against a random opponent, the

reinforcement learning algorithm described above played against itself, with both sides

learning. What do you think would happen in this case? Would it learn a different policy

for selecting moves?

It may learn to make moves to maximize its reward in for both players. It could end up being a fixed path of one always winning or a cyclical path of tradeoffs of winning. Tying would be eliminated.

Exercise 1.2: Symmetries: Many tic-tac-toe positions appear different but are really

the same because of symmetries. How might we amend the learning process described

above to take advantage of this? In what ways would this change improve the learning

process? Now think again. Suppose the opponent did not take advantage of symmetries. In that case, should we? Is it true, then, that symmetrically equivalent positions should necessarily have the same value?

We could eliminate some of the state-space if states are equal in different orientations of the board. It would make the learning process more efficient. If the opponent does not take advantage of symmetries, then neither should our algorithm because the player will react differently meaning our algorithm may be suboptimal if it takes advantage of symmetries.

Exercise 1.3: Greedy Play: Suppose the reinforcement learning player was greedy, that is, it always played the move that brought it to the position that it rated the best. Might it

learn to play better, or worse, than a nongreedy player? What problems might occur?

It will find an initial method that gives some reward and stick with it possibly missing out on actions that could yield higher rewards for more exploratory policies

Exercise 1.4: Learning from Exploration: Suppose learning updates occurred after all

moves, including exploratory moves. If the step-size parameter is appropriately reduced

over time (but not the tendency to explore), then the state values would converge to a

set of probabilities. What are the two sets of probabilities computed when we do, and

when we do not, learn from exploratory moves? Assuming that we do continue to make

exploratory moves, which set of probabilities might be better to learn? Which would

result in more wins?

When we learn from exploratory moves we could update a state's overall value based upon exploratory moves being suboptimal even if the state itself leads to an optimal reward in every other case. It is better not to learn from the exploratory actions so as to avoid this.

Exercise 1.5: Other Improvements: Can you think of other ways to improve the reinforcement learning player? Can you think of any better way to solve the tic-tac-toe problem as posed?

We could make a list of good moves and use this to speed the learning of our algorithm. We could use something other than reinforcement learning, such as a deterministic best move algorithm since the environment can be completely mapped and a best move could be determined from there.

Chapter 2

Exercise 2.1 In ε-greedy action selection, for the case of two actions and ε = 0.5, what is

the probability that the greedy action is selected?

50% for both the greedy and exploratory actions.

Exercise 2.2: Bandit example: Consider a k-armed bandit problem with k = 4 actions,

denoted 1, 2, 3, and 4. Consider applying to this problem a bandit algorithm using

ε-greedy action selection, sample-average action-value estimates, and initial estimates

of Q1(a) = 0, for all a. Suppose the initial sequence of actions and rewards is A1 = 1,

R1 = 1, A2 = 2, R2 = 1, A3 = 2, R3 = 2, A4 = 2, R4 = 2, A5 = 3, R5 = 0. On some

of these time steps the ε case may have occurred, causing an action to be selected at

random. On which time steps did this definitely occur? On which time steps could this

possibly have occurred?

A2 and A5 are definitely exploratory. We know this because if A2 was greedy, it would have chosen the action that had resulted in the most reward so far, 1, but instead chose 2. We know the same for A5 since the best action was 2, but it chose 3.

Exercise 2.3 In the comparison shown in Figure 2.2, which method will perform best in

the long run in terms of cumulative reward and probability of selecting the best action?

How much better will it be? Express your answer quantitatively.

epsilon-greedy with an epsilon of .1 will perform the best in the long run. It will result in the highest cumulative reward and probability of selecting the best action. It will do so due to the epsilon chance of an exploratory action. It may not gain as much reward in the beginning, but it will find the best actions due to its exploration. It will find the best actions faster than the other two. The .01 epsilon greedy algorithm will eventually find the best state-action pairs as the .1 epsilon greedy did. It will take the actions it thinks or knows as best more often than exploring meaning it may suffer from selecting sub-par actions for a longer period than the .1 epsilon greedy algorithm. The greedy algorithm will never explore and will almost certainly remain making sub-par decisions about state-actions.

Exercise 2.4 If the step-size parameters, αn, are not constant, then the estimate Qn is

a weighted average of previously received rewards with a weighting different from that

given by (2.6). What is the weighting on each prior reward for the general case, analogous to (2.6), in terms of the sequence of step-size parameters?

If the step-size parameters are not constant, then we must keep up with them.

Qn+1 = i=1Õn [1- αi]Q1 + i=1ån [αi · j=1Õi [1- αj]\*Ri] instead of

Qn+1 = ![](data:image/png;base64,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)

Exercise 2.5 (programming): Design and conduct an experiment to demonstrate the

difficulties that sample-average methods have for nonstationary problems. Use a modified version of the 10-armed testbed in which all the q∗(a) start out equal and then take independent random walks (say by adding a normally distributed increment with mean zero and standard deviation 0.01 to all the q∗(a) on each step). Prepare plots like

Figure 2.2 for an action-value method using sample averages, incrementally computed,

and another action-value method using a constant step-size parameter, α = 0.1. Use

ε = 0.1 and longer runs, say of 10,000 steps.

1. import numpy as np

2. import matplotlib.pyplot as plt

3.

4.

5. #create our bandits with initial values for reward and a std for that reward

6. def create\_bandits(n, mean=0, std=1, b\_std=1):

7. bandits = []

8.

9. **for** i in range(n):

10. bandits.append([np.random.normal(mean, std), b\_std])

11.

12. **return** bandits

13.

14.

15. def bandit\_random\_walk(bandits, shift):

16. **for** bandit in bandits:

17. bandit[0] += shift **if** np.random.uniform() < 0.5 **else** -shift

18. **return** bandits

19.

20.

21. def main():

22.

23. num\_bandits = 10

24.

25. #amount of episodes for convergence - what is the difference in reruns vs episodes from logical perspective

26. episodes = 1000

27.

28. #step size parameter

29. alpha = 0.1

30.

31. #exploration chance parameter

32. epsilon = 0.1

33.

34. #random walk shift for each bandit's reward over time.

35. shift = 0.01

36.

37. #What is this?

38. merge\_choices\_num = 1

39.

40. #amount of reruns for convergence

41. reruns = 1000

42.

43. merged\_choices = []

44.

45. #rerun to get a better average of the performance

46. **for** h in range(reruns):

47.

48. #keep track of the number of times we chose the best bandit (made the correct choice)

49. correct\_choices = []

50.

51. #create our bandits

52. bandits = create\_bandits(num\_bandits)

53.

54. max\_bandit = 0

55. best\_bandit = 0

56. **for** i in range(len(bandits)):

57.

58. #set max bandit to the reward of our best bandit

59. #set best bandit to the number of the best bandit

60. **if** bandits[i][0] > max\_bandit:

61. max\_bandit = bandits[i][0]

62. best\_bandit = i

63. print str(max\_bandit)

64.

65. #instantiate q and n for all bandits to zero

66. #q being the estimated value for that bandit (?)

67. #n being the number of times we've chosen that bandit.

68. q = np.zeros(num\_bandits)

69. n = np.zeros(num\_bandits)

70.

71. # repeat for a number of episodes to get a better average for the values for the bandits.

72. **for** i in range(episodes):

73.

74. #shift bandit randomly for better or worse by shift amount

75. bandit\_random\_walk(bandits, shift) # Random walk by shift amount

76.

77. #select the bandit with the best estimated value

78. selected\_bandit = np.argmax(q)

79.

80. #decide if we will keep selected bandit with best estimated value (greedy) or if we will explore a random other bandit

81. **if** np.random.uniform() < epsilon:

82. selected\_bandit = np.random.choice(len(q))

83.

84. #get the actual reward based on the reward with a std of b\_std from bandit creation function

85. reward = np.random.normal(bandits[selected\_bandit][0], bandits[selected\_bandit][1])

86.

87. #increment n (count) for this bandit

88. n[selected\_bandit] += 1

89.

90. ##Update the estimated value for the future for this bandit.

91. q[selected\_bandit] += (reward - q[selected\_bandit]) / n[selected\_bandit] # Sample Average

92. #alpha = 1/(i + 1) # Variable alpha

93. #q[selected\_bandit] += alpha \* (reward - q[selected\_bandit]) # Using alpha

94.

95. #if we selected the bandit with the highest actual reward, then append a 1 (true) to this array

96. #else append a 0 (false) to this array.

97. correct\_choices.append(**int**(selected\_bandit == best\_bandit))

98.

99. #if we are on an episode before merge\_choices\_num, then merged\_choice = correct choice percentage

100. **if** i <= merge\_choices\_num:

101. merged\_choice = sum(correct\_choices)/len(correct\_choices)

102. #else

103. **else**:

104. merged\_choice = sum(correct\_choices[-merge\_choices\_num:])/merge\_choices\_num

105. print str(merged\_choice)

106.

107. # if this is the first run, append the merged\_choice into merged\_choices

108. **if** h == 0:

109. merged\_choices.append(merged\_choice)

110. # else update the merged\_choice for this episode with the

111. **else**:

112. merged\_choices[i] += (merged\_choice - merged\_choices[i]) / (h + 1)

113.

114. print str(merged\_choices[i])

115.

116. plt.axis([0, episodes, -0.5, 1.5])

117. plt.plot(range(episodes), merged\_choices)

118. plt.show()

119.

120.

121. **if** \_\_name\_\_ == "\_\_main\_\_":

122. main()

123.

I put comments in the above code that I found online to try to understand this better. I think I understand the problem and the solution. Sample-average methods cannot weight the most recent rewards properly to account for non-stationary problems. Non-stationary problems experience drift in the rewards and the estimated values need to reflect this shift. With sample-average methods, our later rewards carry less weight than needed to reflect the drift in rewards whereas with constant step-size methods we are able to weight recent rewards appropriately to account for this drift.

I did have a question about the above code. When I run it, the graph appears to just be y=0. Maybe it is incorrect. We might should discuss it some.

Exercise 2.6: Mysterious Spikes: The results shown in Figure 2.3 should be quite reliable because they are averages over 2000 individual, randomly chosen 10-armed bandit tasks. Why, then, are there oscillations and spikes in the early part of the curve for the optimistic method? In other words, what might make this method perform particularly better or worse, on average, on particular early steps?

The optimistic initial values cause the algorithm to explore in the beginning since these values are far above the actual rewards that each action will receive. This means that each action will selected and receive a disappointing reward, thus encouraging other actions to be selected in future episodes. This can be used even with a greedy policy as the greedy policy will continue to select the high-valued, optimistic actions over the actions that have been selected thus far. This type of method will perform well on tasks that are stationary as it will maximize the choice of reward in the long run for stationary tasks. On the other hand, it is not well-suited for non-stationary tasks because it will not continue to explore as the rewards are updated for each state-action pair.

Exercise 2.7: Unbiased Constant-Step-Size Trick: In most of this chapter we have used

sample averages to estimate action values because sample averages do not produce the initial bias that constant step sizes do (see the analysis in (2.6)). However, sample

averages are not a completely satisfactory solution because they may perform poorly

on nonstationary problems. Is it possible to avoid the bias of constant step sizes while

retaining their advantages on nonstationary problems? One way is to use a step size of

βt = α/ot, (2.8)

where α > 0 is a conventional constant step size, and o ̄t is a trace of one that starts at 0:

ot+1 = ot + α(1 − ot), for t ≥ 1, with o1 = α. (2.9)

Carry out an analysis like that in (2.6) to show that βt is an exponential recency-weighted average without initial bias.

If using βt, our initial selection of each action will result in that action being set to an estimated value of 0 since our step size will be 1. Then we will slowly make our way back toward the value of α as βt, as described above, converges to the value of α.

I’m not entirely sure that I’m correct on this one.

Chris: Following the analysis in (2.6) we can see what happens. Let’s first look at what Q\_2 is.

(B = beta)

Q\_2 = Q\_1 + B\_1(R\_1 - Q\_1)

= B\_1 R\_1 + (1 - B\_1) Q\_1

So far this is all exactly as in (2.6), just with B\_1 instead of alpha\_1. What is B\_1?

B\_1 = alpha / o-bar\_1

o-bar\_1 is defined to be alpha in the problem statement, so this gives us B\_1 = alpha / alpha = 1

Plugging this back into our equation for Q\_2 we have

Q\_2 = R\_1 + (1-1)Q\_1

= R\_1

So the initial Q\_1 gets multiplied in the later estimates by a factor of 0 = (1-B\_1), and so doesn’t contribute to, or impact, or *bias*, the estimates. If you work through what Q\_3, or Q\_n for any n > 2, you will see that they all can be rewritten in terms of the earlier Q’s, eventually Q\_2, which is R\_1, and breaks any connection to Q\_1.

Exercise 2.8: UCB Spikes: In Figure 2.4 the UCB algorithm shows a distinct spike

in performance on the 11th step. Why is this? Note that for your answer to be fully

satisfactory it must explain both why the reward increases on the 11th step and why it

decreases on the subsequent steps. Hint: if c = 1, then the spike is less prominent.

UCB selects each action of our k-number of bandits once at the start as they are seen to be maximizing actions if they have not been selected previously. It then selects the best action of those to maximize reward with regards to how many times the action has been selected and what time-step we are currently at. With a confidence level, c, of 2, we get a very prominent spike after the initial choosing of each action due to the algorithm choosing actions with high rewards a number of times before falling back and choosing those actions that have not been selected very many times due to the weight it puts on uncertainty in the estimated value of an action.

Exercise 2.9: Show that in the case of two actions, the soft-max distribution is the same

as that given by the logistic, or sigmoid, function often used in statistics and artificial

neural networks.

Soft-max is a generalization of the logistic function that is used in statistics and artificial neural networks. In the logistic function we are doing a binary classification whereas in soft-max we are doing a multi-class classification. It is a multi-nomial logistic regression function.

Exercise 2.10: Suppose you face a 2-armed bandit task whose true action values change randomly from time step to time step. Specifically, suppose that, for any time step, the true values of actions 1 and 2 are respectively 0.1 and 0.2 with probability 0.5 (case A), and 0.9 and 0.8 with probability 0.5 (case B). If you are not able to tell which case you face at any step, what is the best expectation of success you can achieve and how should you behave to achieve it? Now suppose that on each step you are told whether you are facing case A or case B (although you still don’t know the true action values). This is an associative search task. What is the best expectation of success you can achieve in this task, and how should you behave to achieve it?

In the initial task where we are unsure of the situation, or context, and we are also unsure of the true action values, we could try using some of the algorithms discussed in this chapter to achieve good results, but we probably won’t achieve very good results. The best expectation is to stick with one of the bandits every time and guarantee an average reward of 1. The second task where we are aware of the case that we are facing we can use trial-and-error to figure out the best action to take for that specific case. This would help us develop a policy to maximize our reward over time.

Chapter 3

Exercise 3.1: Devise three example tasks of your own that fit into the MDP framework,

identifying for each its states, actions, and rewards. Make the three examples as different from each other as possible. The framework is abstract and flexible and can be applied in many different ways. Stretch its limits in some way in at least one of your examples.

Answer here.

Exercise 3.5: The equations in Section 3.1 are for the continuing case and need to be

modified (very slightly) to apply to episodic tasks. Show that you know the modifications

needed by giving the modified version of (3.3).

The equation would remain the same unless s’ is a terminal state in which case we would reset to the initial state.

Exercise 3.6 Suppose you treated pole-balancing as an episodic task but also used

discounting, with all rewards zero except for −1 upon failure. What then would the

return be at each time? How does this return differ from that in the discounted, continuing formulation of this task?

The return at each time would be 0 and would be a discounted -1 upon failure. This would reset upon failure resetting the discount value. This will make the next failure weight much heavier than if we were to use a continuous formulation. If we used a continuous formulation, it would receive a highly discounted negative reward upon each successive failure, making each failure not as impactful on future decisions. It will encourage more time steps before failure with the episodic task formulation. ??

Chris:

The continuous formulation includes in its return the discounted future rewards (penalties) from future failures. The episodic only includes in its return the discounted next failure penalty, however far away that is. If we assume that all failures happen k steps apart, then the return when starting a new episode is (where g = gamma)

Episodic case: - g^k

Continuing case: -1/(1-g^k)

The continuing case return is because every k steps in the future we will get a reward of -1 discounted by an additional g^k. This return is the sum from i=1 to infinity of gamma^(ik), which gives us what I said.

I am not clear exactly on how those different returns will lead to anything different in the learning, but as you vary k and g in the plot linked below you can kind of see how their relative magnitude changes, so I am sure there will be some effect.

Link to graph where I was playing around with things: <https://www.desmos.com/calculator/2qvp3evrwf>

Exercise 3.7: Imagine that you are designing a robot to run a maze. You decide to give it a reward of +1 for escaping from the maze and a reward of zero at all other times. The task seems to break down naturally into episodes—the successive runs through the maze—so you decide to treat it as an episodic task, where the goal is to maximize expected total reward (3.7). After running the learning agent for a while, you find that it is showing no improvement in escaping from the maze. What is going wrong? Have you effectively communicated to the agent what you want it to achieve?

If we do not give algorithm a discount factor on rewards, then there is no reward for the learning agent finishing the maze in less time steps since the reward bill be 1 no matter how many time steps it takes the learning agent to finish. The agent may have also gotten stuck before finding the exit. A good solution would be to implement a negative reward for each time step that the agent does not find the exit.

Exercise 3.8: Suppose γ = 0.5 and the following sequence of rewards is received R1 = −1, R2 = 2, R3 = 6, R4 = 3, and R5 = 2, with T = 5. What are G0, G1, . . ., G5? Hint:

Work backwards.

G5 = R6 = 0;

G4 = R5 + .5(G5) = 2 + 0 = 2

G3 = R4 + .5(G4) = 3 + 1 = 4

G2 = R3 + .5(G3) = 6 + 2 = 8

G1 = R2 + .5(G2) = 2 + 4 = 6

G0 = R1 + .5(G1) = (-1) + 3 = 2

Exercise 3.9 Suppose γ = 0.9 and the reward sequence is R1 = 2 followed by an infinite

sequence of 7s. What are G1 and G0?

G0 = 2 + .9(70) = 65

G1 = 7 / (1-(.9)) = 7 / (.1) = 70

Exercise 3.12: The Bellman equation (3.14) must hold for each state for the value function vπ shown in Figure 3.2 (right) of Example 3.5. Show numerically that this equation holds for the center state, valued at +0.7, with respect to its four neighboring states, valued at +2.3, +0.4, −0.4, and +0.7. (These numbers are accurate only to one decimal place.)

Since there is an equal probability of each state, we can sum the values of all four states to get a value of 3. Then we can divide this by the number of states, 4, and multiply by our discount factor. This gives us 0.7 if we truncate down to 1 decimal place. I believe this would also

Exercise 3.13: In the gridworld example, rewards are positive for goals, negative for

running into the edge of the world, and zero the rest of the time. Are the signs of these

rewards important, or only the intervals between them? Prove, using (3.8), that adding a constant c to all the rewards adds a constant, vc, to the values of all states, and thus

does not affect the relative values of any states under any policies. What is vc in terms

of c and γ?

By 3.8 we have that G(t) = Rt+1 + yRt+2 + y2Rt+3 + y3Rt+4 …

Then we have G(t) = sum(yk(Rt+k+1)) as k=0 to k=infinity

Adding a constant to each reward will result in G(t) = sum(y^k(Rk+t+1 + c)) as k=0 to k=infinity

Which can be simplified to V(c) = sum(y^k)c

Exercise 3.14 Now consider adding a constant c to all the rewards in an episodic task,

such as maze running. Would this have any effect, or would it leave the task unchanged

as in the continuing task above? Why or why not? Give an example.

G(t) = (sum\_i (sum\_k\_i (y^k\_i )c)/i) as k = 0 to k = n and as i = 0 to i = m (m=number of reruns) (k=number of states per episode) ← This can almost definitely be simplified. I just wanted to rewrite while I had it figured out mentally. It would differ in that each state would be visited a limited number of times (possibly only once per state) per episode. Once the episode started over, the discount factor’s exponent would be reset. The task would ensue again. I would think these values would be relatively close to the values from a similar continuous task. I think this question is somewhat analogous to the question about pole-balancing in which episodic versus continual was used. The discount factor would cause some differences that would affect estimated value especially in the short term. The episodic formulation, I think would perform better (at least on episodic type tasks). The continuous might perform better on continuous type tasks that did not involve drift.

Exercise 3.16 The value of a state depends on the values of the actions possible in that

state and on how likely each action is to be taken under the current policy. We can

think of this in terms of a small backup diagram rooted at the state and considering each

possible action:
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Give the equation corresponding to this intuition and diagram for the value at the root

node, vπ(s), in terms of the value at the expected leaf node, qπ(s, a), given St = s. This

equation should include an expectation conditioned on following the policy, π. Then give

a second equation in which the expected value is written out explicitly in terms of π(a|s)

such that no expected value notation appears in the equation.

V\_pi (s) = E\_pi {R\_t | S\_t = s}

= sum\_a (E\_pi{R\_t | S\_t = s, A\_t = a} x p(S\_t = s | A\_t = a))

= sum\_a (E\_pi{R\_t | S\_t = s, A\_t = a} x pi(s,a))

= sum\_a (q\_pi (s,a) x pi(a|s)

Exercise 3.17 The value of an action, qπ(s, a), depends on the expected next reward and

the expected sum of the remaining rewards. Again we can think of this in terms of a

small backup diagram, this one rooted at an action (state–action pair) and branching to

the possible next states:
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Give the equation corresponding to this intuition and diagram for the action value,

qπ(s, a), in terms of the expected next reward, Rt+1, and the expected next state value,

vπ(St+1), given that St =s and At =a. This equation should include an expectation but

not one conditioned on following the policy. Then give a second equation, writing out the

expected value explicitly in terms of p(s0, r|s, a) defined by (3.2), such that no expected

value notation appears in the equation.

Q\_pi (s,a) = E\_pi {r\_t+1 | S\_t = s, A\_t = a} + yE\_pi {sum\_k (y^k(r\_t+k+2) | S\_t = s, A\_t = a)}

Both the first and second term simplify from here.

E\_pi {r\_t+1 | S\_t = s, A\_t = a} = sum\_s’ (E\_pi {r\_t+1 | S\_t = s, A\_t = a, S\_t+1 = s’} x p(S\_t+1 = s’ | S\_t = s, A\_t = a)

= sum\_s’ (R\_s,s’,a x P\_s,s’,a)

And

E\_pi {sum\_k (y^k(r\_t+k+2) | S\_t = s, A\_t = a)} = sum\_s’ (E\_pi {sum\_k (y^k(r\_t+k+2) | S\_t = s, A\_t = a, S\_t+1 = s’)} x p(S\_t+1 = s’ | S\_t = s, A\_t = a))

= sum\_s’ (E\_pi {sum\_k (y^k(r\_t+k+2) | S\_t+1 = s’)})

Q\_pi (s,a) = sum\_s’ (R\_a,s,s’ + yV\_pi (s’)))P\_a,s,s’
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Exercise 3.20 Consider the continuing MDP shown to the right. The only decision to be made is that in the top state, where two actions are available, left and right. The numbers show the rewards that are received deterministically after each action. There are exactly two deterministic policies, πleft and πright. What policy is optimal if γ = 0? If γ = 0.9? If γ = 0.5?

If y = 0, then the agent would get the full first reward and the following rewards multiplied by the discount factor 0^k. Thus, left would be better since the agent will receive a reward of 1 followed by infinite rewards of 0. Right would give the agent a reward of 0 as a first reward followed by infinite rewards of 0.

If y=0.9, then the agent would receive the full first reward, then a discounted reward of (0.9)^k x (r). This would result in 1 + 0.9^2 + 0.9^4 … for the left action and 2(0.9)^1 + 2(0.9)^4 + 2(0.9)^6 … for the right action. For left this would be ((1 / (1-y)) / 2) = 5 and for right this would be ((2 / (1-y)) / 2)(y) = 9. Right would be better. Reference 3.10 and 3.9 equations.

If y=0.5 it will be similar to the rewards when y=0.9 but instead will be the value of 0.5 as the discount factor. Right = ((1 / (1-y)) / 2) = 1 and Left = ((2 / (1-y)) / 2)(y) = 1. Both give the same.

Exercise 3.23 Give an equation for v∗ in terms of q∗.

v\*(s) = q\*(s, v\*(s))

Exercise 3.25 Give an equation for π∗ in terms of q∗.

Π∗ = argmax of Bellman(v\*s)

probabilities of choosing the next action

choose the next state that has the maximum value

Each optimal policy Π∗ shares the same optimal state-value function, but what exactly does that mean?

I don’t know how to define a policy in mathematical terms.

Chapter 4

Exercise 4.1 In Example 4.1, if π is the equiprobable random policy, what is qπ(11, down)?

What is qπ(7, down)?

Q\_pi (11, down) = R\_down, 11, T + yV\_pi (T) = 1 + 0 = 1

Exercise 4.2 In Example 4.1, suppose a new state 15 is added to the gridworld just below

state 13, and its actions, left, up, right, and down, take the agent to states 12, 13, 14,

and 15, respectively. Assume that the transitions from the original states are unchanged.

What, then, is vπ(15) for the equiprobable random policy? Now suppose the dynamics of

state 13 are also changed, such that action down from state 13 takes the agent to the new

state 15. What is vπ(15) for the equiprobable random policy in this case?

V(15) = Sum\_a (pi(a | 15) sum\_s’\_r (p(s’, r | S\_t = 15, A\_t = a)(r + yV\_k (s’)))

= ¼(R\_left,15,12 + y(V(12)) + R\_right,15,14 + y(V(14)) + R\_down, 15, 15 + y(V(15)) + R\_up, 15, 13 + y(V(13)))

= ¼(-1 - 22y - 1 - 14y - 1 - yV(15) - 1 - 20y)

= -1 - 14y - (y/4)(V(15))

We need to calculate V(13) then we can recalculate V(15) using the new V(13)

V(13) = Sum\_a (pi(a | 13) sum\_s’\_r (p(s’, r | S\_t = 13, A\_t = a)(r + yV\_k (s’)))

= ¼ (R\_left,13,12 + y(V(12)) + R\_right,13,14 + y(V(14)) + R\_down, 13, 15 + y(V(15)) + R\_up, 13, 9 + y(V(9)))

= ¼(-4 + yV(9) + yV(12) + yV(14) + yV(15))

= -1 + (y/4)(-20 - 22 - 14 + yV(15)) = -1 + (y/4)(-56 + yV(15))

V(15) = ¼(R\_left,15,12 + y(V(12)) + R\_right, 15,14 + y(V(14)) + R\_down,15,15 + y(V(15)) + R\_up,15,13 + y(V(13)))

= -1 + y/4(V(13) + V(15) - 14 - 22)

= -1 + y/4(V(13) + V(15)) - 9y

We can solve for V(13) and V(15) with the following :

V(13) - y/4(V(15)) = -1 - 14y

-y/4(V(13)) + (1-(y/4))(V(15)) = -1 - 9y

Exercise 4.5 How would policy iteration be defined for action values? Give a complete

algorithm for computing q∗, analogous to that on page 80 for computing v∗. Please pay

special attention to this exercise, because the ideas involved will be used throughout the

rest of the book.

Initialization:

Initialize Q(s, a) and pi(s) arbitrarily for every s in S and a in A(s)

Policy Evaluation

Loop:

Tri <- 0

Loop for every (s, a) pair:

q <- Q(s, a)

Q(s, a) <- Sum\_s′ ((R\_a,s,s′)(P\_a,s,s′)) + γ Sum\_s’,a′ (Q\_pi(s′, a′)pi(s′, a′) x P\_a,s,s′ ∗

Tri <- max(Tri, |q - Q(s, a)|)

Until Tri < Theta (small positive number)

Exercise 4.7 (programming) Write a program for policy iteration and re-solve Jack’s car

rental problem with the following changes. One of Jack’s employees at the first location

rides a bus home each night and lives near the second location. She is happy to shuttle

one car to the second location for free. Each additional car still costs $2, as do all cars

moved in the other direction. In addition, Jack has limited parking space at each location.

If more than 10 cars are kept overnight at a location (after any moving of cars), then an

additional cost of $4 must be incurred to use a second parking lot (independent of how

many cars are kept there). These sorts of nonlinearities and arbitrary dynamics often

occur in real problems and cannot easily be handled by optimization methods other than

dynamic programming. To check your program, first replicate the results given for the

original problem. If your computer is too slow for the full problem, cut all the numbers

of cars in half.

Answer here.

Exercise 4.8 Why does the optimal policy for the gambler’s problem have such a curious

form? In particular, for capital of 50 it bets it all on one flip, but for capital of 51 it does

not. Why is this a good policy?

It weights the value of state 50 and action of waging 50 credits much higher because it has resulted in successfully reaching 100 credits, and it appears there is no punishment for losing. It doesn’t do that with 51 because going back to 2 is not optimal for finishing in the least amount of states which is encouraged by a discount factor.

Chapter 5

Exercise 5.1 Consider the diagrams on the right in Figure 5.1. Why does the estimated

value function jump up for the last two rows in the rear? Why does it drop off for the

whole last row on the left? Why are the frontmost values higher in the upper diagrams

than in the lower?

The last two rows represent when the player has a relatively high value without busting, like 20 or 21. The dealer also will stay at 17 or higher which contributes to this win probability at 20 or 21. The drop off in the last row on the left is due to an ace showing for the dealer’s hand; thus, the chances of the dealer having a high value without busting is higher and the chances of the player having an ace are reduced. The frontmost values being higher in the upper diagrams is due to the player having a usable ace which increases the likelihood of winning while decreasing the chance that the dealer has an ace.

Exercise 5.2 Suppose every-visit MC was used instead of first-visit MC on the blackjack

task. Would you expect the results to be very different? Why or why not?

I would not expect the results to be very different because it would be very seldom that the same state would come up. And especially that the same state would come up within the same hand. It isn’t impossible, but it is improbable. Because of this the every-visit Monte Carlo would be very similar to the first-visit Monte Carlo.

Exercise 5.3 What is the backup diagram for Monte Carlo estimation of q\_pi?

State->action->state->action->state … action->terminal state.

Exercise 5.5 In learning curves such as those shown in Figure 5.3 error generally decreases

with training, as indeed happened for the ordinary importance-sampling method. But for

the weighted importance-sampling method error first increased and then decreased. Why

do you think this happened?

This is the case due to the weighted importance sampling being biased in the sense of it being an estimate for the behavior policy and not for the optimal target policy. This bias converges asymptotically to zero as more runs and experienced is gained in the behavior policy. This bias causes the rise in error in the beginning of the learning process for this blackjack scenario.

Exercise 5.7 Modify the algorithm for first-visit MC policy evaluation (Section 5.1) to

use the incremental implementation for sample averages described in Section 2.4.

To use the incremental implementation, we only need to modify the method in which the average return is calculated. Instead of appending each return G to an array of returns. We just need to calculate the average at each time step as in the incremental implementation used in the simple bandit algorithm. This would be V(s\_t) <- V(s\_t) + 1/n(G\_t) where G\_t = y(G\_t + R\_t+1)

Chapter 6

Exercise 6.2 This is an exercise to help develop your intuition about why TD methods

are often more effiicient than Monte Carlo methods. Consider the driving home example

and how it is addressed by TD and Monte Carlo methods. Can you imagine a scenario

in which a TD update would be better on average than a Monte Carlo update? Give

an example scenario – a description of past experience and a current state – in which

you would expect the TD update to be better. Here's a hint: Suppose you have lots of

experience driving home from work. Then you move to a new building and a new parking

lot (but you still enter the highway at the same place). Now you are starting to learn

predictions for the new building. Can you see why TD updates are likely to be much

better, at least initially, in this case? Might the same sort of thing happen in the original

task?

Temporal difference learning updates the value for each state immediately following the state. If we have scenarios where the original predicted time for each state varies in being too optimistic and also too pessimistic (that is, it is too high on its predictions on some legs of our drive home and too low on others), then temporal difference will be able to update this appropriately whereas Monte Carlo will shift all of them in the overall direction given the final time when we return home. This is shown in figure 1 in the book. A TD method may be better on average in a situation where we have a variance or change in one of the states, such as changing the initial starting point of driving and keeping the rest of the drive the same (much like the question hint). In Monte Carlo, all of the states will be shifted up or down depending on if this initial location is a longer time or shorter time away from the highway entrance. In TD(0), on the other hand, these states will not all be shifted. Only the first state will experience the shift. The same sort of thing could happen in the original, especially if there is a high amount of variance for one of the states or if we make a very good guess on a state initially. This will result in TD converging much quicker as it would in the scenario posed in the question of changing the initial starting point.

Exercise 6.3 From the results shown in the left graph of the random walk example it appears that the first episode results in a change in only V (A). What does this tell you about what happened on the first episode? Why was only the estimate for this one state changed? By exactly how much was it changed?

It tells us that the first episode went off the left side. We can tell this from the dip in the value of the A state. If the problem is undiscounted and alpha is equal to 0.1 then the update for the value of a state is given by: V(s\_t) <- V(s\_t) + 0.1(r\_t+1 + V(s\_t+1) - V(s\_t)). Since transitions among non-terminal states gives a reward of zero and our value function is initialized as constant across states, the first update results in no change V(s\_t) = V(s\_t). The update for state A is as follows: V(A) <- V(A) + 0.1(0 + 0 - V(A)) = .9(V(A)) = 0.45. This is our value of state A after the first episode. It was changed by .05 after the episode terminated on the left side.

Exercise 6.4 The specific results shown in the right graph of the random walk example are dependent on the value of the step-size parameter, alpha. Do you think the conclusions about which algorithm is better would be affected if a wider range of values were used? Is there a different, fixed value of alpha at which either algorithm would have performed significantly better than shown? Why or why not?

With larger values of alpha, our value function will change much more radically. The value of each state will depend more on the specific returns at each time step in this way. With smaller values of alpha, the specific returns will not matter as much as our value function will change much more slowly. In this way, the value function is much less sensitive to specific random time steps with smaller values of alpha, but it will also converge more slowly to the true value function.

Exercise 6.5 In the right graph of the random walk example, the RMS error of the TD method seems to go down and then up again, particularly at high alpha's. What could have caused this? Do you think this always occurs, or might it be a function of how the approximate value function was initialized?

The question implies that this might have something to do with the approximate value function itialization, but I do not believe that it does. I believe this error rises from the fact that if you have higher alphas then TD learning will learn specific state values base on instances of that state and weighs much more heavily on each particular instance in which that state is observed and the following next state. I believe this is the reason that the RMS error goes down and then back up. In that sense, I guess it could be related to the value function initialization. It could be making the error go down very quckly but then rising because of the alpha value.

Exercise 6.11 Why is Q-learning considered an off-policy control method?

Q-learning is considered off-policy because it does not matter which policy is used as long as each state is visited an infinite number of times in the limit (as is required by most algorithms to produce an optimal policy). Q-learning approximates q\*, the optimal action-value function, regardless of the current policy.

Exercise 6.12 Suppose action selection is greedy. Is Q-learning then exactly the same algorithm as Sarsa? Will they make exactly the same action selections and weight updates?

This is a tough question to answer as I think it comes across as slightly ambiguous. If action selection is greedy in Q-learning, then will all states even be visited continually? This goes for Sarsa as well. If so, then Q-learning will eventually converge to the best action-value function giving an optimal policy that is greedy. This greedy optimal policy should be similar to the policy from Sarsa, but could be different if there are multiple optimal policies. They should have similar weights if they end up on the same optimal policies. The updates will take place differently since Sarsa is an on-policy algorithm that will update the policy being used as it continues and Q-learning is an off-policy algorithm that will not change the policy being used for behavior and updating of the target policy.

Exercise 6.14 Describe how the task of Jack's Car Rental (Example 4.2) could be reformulated in terms of afterstates. Why, in terms of this specific task, would such a reformulation be likely to speed convergence?

In this particular case, we are trying to decide the value of having a certain number of cars at each location given the amount of business for each location, the cost of moving cars, and the cost of keeping cars at a location. It is beneficial to use after-states here since what we are really trying to use as the value here is the potential cost savings and cost production within a specific state instead of the actual return from the state. The reason for this, much like tic tac toe, is depending on the users next action (whether it be renters or the tic tac toe player), the state is rewarded or punished because of this action. The real value of the state should not be determined by the user’s next action because that is a very specific instance of the scenario. Instead, if we want it to generalize well, we would use the potential value of the state that we are in currently after taking the last action before any other input from a user or users.

Chapter 7

Exercise 7.1 In Chapter 6 we noted that the Monte Carlo error can be written as the sum of TD errors (6.6) if the value estimates don't change from step to step. Show that the n-step error used in (7.2) can also be written as a sum TD errors (again if the value estimates don't change) generalizing the earlier result.

If the estimates do not change, then the n-step error can be written as a sum of TD errors. This seems obvious since if the estimates do not change we can take the error for each step and sum them. Or even the error for a number of steps and add them. If the estimates do not change this can be applied to any similar error functions.

Exercise 7.3 Why do you think a larger random walk task (19 states instead of 5) was used in the examples of this chapter? Would a smaller walk have shifted the advantage to a different value of n? How about the change in left-side outcome from 0 to -1 made in the larger walk? Do you think that made any difference in the best value of n?

I think the larger random walk task was used here because if the 5 state random-walk task had been used then n would end up being 1 due to the small nature of the state-space. With a 19 state random-walk task it added much more to the state-space making each episode much longer on average. This gave us a better look into what n might be in these types of situations, and since it isn’t 1 we can look at it as an n-step TD method instead of a TD(0) method which we had already looked at in an earlier chapter. I think shifting the left-side outcome to -1 would encourage the algorithm to take the right action more often than if it were 0, but this would suggest that the random walk terminated more quickly. This would affect the value of n since the episode would be shorter.

Exercise 7.5 Write the pseudocode for the off-policy state-value prediction algorithm described above.

This pseudocode will be very similar to that of the importance sampling pseudocode from the book. The difference being that we will update at a horizon h. If the estimate pt is zero then instead of zero we return that the estimate and target are the same thus it returns 1. We also add a control variate term.

Exercise 7.6 Prove that the control variate in the above equations does not change the expected value of the return.

The expected value of the control variate is zero due to the expected value of the importance sampling ratio being 1. 1- this importance sampling ratio yields 0. 0 x anything is 0.

Chapter 8

Exercise 8.1 The nonplanning method looks particularly poor in Figure 8.3 because it is a one-step method; a method using multi-step bootstrapping would do better. Do you think one of the multi-step bootstrapping methods from Chapter 7 could do as well asthe Dyna method? Explain why or why not.

I would not think that a multi-step bootstrapping method would do as well here. I think it would do better than the nonplanning Dyna, but I do not think it would do as well as the planning Dyna method. The reason for this is due to the Dyna method using simulated experience to improve its policies whereas the multi-step bootstrapping method would either use real experience or some n-steps of probability distribution with updates executed after each individual step or after all of the steps have completed. Either way, most of the multi-step methods are computationally intensive and would only lead to the steps that were observed being updated in each iteration. The Dyna method would update all of the states that were observed in n simulated runs.

Exercise 8.2 Why did the Dyna agent with exploration bonus, Dyna-Q+, perform better in the first phase as well as in the second phase of the blocking and shortcut experiments?

This agent performs better in these two tasks for two reasons that are interrelated. These reasons include being able to receive more reward due to additional reward being given and exploring states that have not been observed in a large period of time for additional reward. This encourages the exploration to find the best path when the environment changes. It also gives higher reward due to giving an additional reward when observing states that have not been observed in a long period of time. The DynaQ+ may also find the optimal route faster initially.

Exercise 8.3 Careful inspection of Figure 8.5 reveals that the difference between Dyna-Q+ and Dyna-Q narrowed slightly over the first part of the experiment. What is the reason for this?

I believe the reason for this would be that the DynaQ+ method has found the optimal route to the goal and the optimal policy and will continue to receive rewards for long unobserved paths, but since it has already found the optimal policy this causes a loss in reward whereas the DynaQ method eventually finds the optimal path as well but does not venture off the same as the DynaQ+ due to not receiving any incentive to do so. DynaQ will continue to receive the optimal path rewards which causes the narrowing in the gap.

Exercise 8.5 How might the tabular Dyna-Q algorithm shown on page 164 be modified to handle stochastic environments? How might this modification perform poorly on changing environments such as considered in this section? How could the algorithm be modified to handle stochastic environments and changing environments?

It would need to have compensation for a stochastic instead of deterministic environment. This would mean computing probabilities and possible actions from the current state to update all of the possible actions and next states instead of just the one state that is chose deterministically. On the other hand, an action could be taken based on a probability and the update on just that action and state.

Exercise 8.6 The analysis above assumed that all of the b possible next states were equally likely to occur. Suppose instead that the distribution was highly skewed, that some of the b states were much more likely to occur than most. Would this strengthen or weaken the case for sample updates over expected updates? Support your answer.

This will make expected updates more favorable than in the case when all states are equally likely to occur. The reason for this is because if only one stat is possible then both expected and sample updates are the same, but as expected updates become closer to having only one possible next state, it gets closer to the sample updates case. That being said, I believe there would still be some advantages to sample updates in computation.

Exercise 8.7 Some of the graphs in Figure 8.8 seem to be scalloped in their early portions, particularly the upper graph for b = 1 and the uniform distribution. Why do you think this is? What aspects of the data shown support your hypothesis?

This is due to the uniform distribution observing all states in an exhaustive fashion which makes it a slow start to performing well but eventually it will perform better in smaller problems than an on-policy observation technique since this will continually look at a collection of states past the point where it is no longer necessary to look at those states. The fact that the uniform distribution does better in the longer run on the smaller problems than the on-policy method and that the on-policy method does faster than the uniform method on the larger problem seems to support this.